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Abstract. Agent technologies are now being considered for automating tasks
in e-commerce applications. However, conventional software agents with pre-
defined functions, but without the ability to modify behavior dynamically, may
be too limited for mediating E-Commerce applications properly, since they
cannot switch roles or adjust their behavior to participate in dynamically
formed partnerships. We have developed a Java-based dynamic agent infra-
structure for E-Commerce automation, which supports dynamic behavior modi-
fication of agents, a significant difference from other agent platforms. Sup-
ported by dynamic agents, mechanisms have been developed for plugging in
workflow and multi-agent cooperation, and for dynamic service provisioning,
allowing services to be constructed on the fly. We treat an agent as a Web ob-
ject with an associated URL, which makes it possible to monitor and interact
with the agent remotely via any Web browser. XML is chosen as our agent
communication message format. Dynamic agents can carry, switch and ex-
change domain-specific XML interpreters. In this way, the cooperation of dy-
namic agents supports plug-and-play commerce, mediating businesses that are
built on one another’s services. A prototype has been devel oped at HP Labs.

1 Introduction

This work focuses on providing a multi-agent cooperation infrastructure to support
E-Commerce automation. Before discussing our solutions, we first present a typical
E-Commerce scenario and the requirements for E-Commerce automation.

E-Commerce applications operate in a dynamic and distributed environment. An
E-Commerce scenario typically involves the following activities: identifying re-
quirements, brokering products, brokering vendors, negotiating deals, and making
purchase and payment transactions. Today, these activities are initiated and executed
primarily by humans. In the future, with the increasing automation of e-commerce,
we see them being conducted by software agents (Figure 1).

Software agents are personalized, continuously running and semi-autonomous
computational entities. They can be used to mediate users and servers to automate a
number of the most time-consuming tasks in E-Commerce [7,8]. Agents can also be
used for business intelligence, such as discovering patterns (e.g. shopping behavior
patterns or service providing patterns) and reacting to pattern changes. Moreover,



agents can selectively preserve data and themselves become dynamic information
SOUrces.
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Figure 1: E-Commerce automation through multi-agent cooperation

E-Commerce is also a dynamic plug and play environment. Business processes
and agent cooperation are embedded in each other. Services need to be created dy-
namically on demand. Business partnerships (e.g. between suppliers, resdlers, bro-
kers, and customers) need to be created dynamically and maintained only for the
required duration such as a single transaction. Agents need to flexibly switch roles
and adjust their capahilities to participate in such dynamic business partnerships.
Furthermore, agents may cooperate in different application domains. The dynamic
nature of E-Commerce also requires multi-agent cooperation to be based on dynamic
ontology.

At HP Labs, we have developed a Java based dynamic agent infrastructure for E-
Commerce that supports dynamic behavior modification of agents, a significant
difference from other agent platforms [1]. A dynamic agent does not have a fixed set
of predefined functions, but instead, it carries application-specific actions, which
can be loaded and modified on the fly. This allows a dynamic agent to adjust its
capabilities and play different roles to accommodate changes in the environment and
requirements. Through messaging, dynamic agents can expose their knowledge,
abilities and intentions, present requests and exchange objects. They can move to the
appropriate location for high-bandwidth conversation. They can also manage their
OWN resources across actions. Such an infrastructure supports dynamic service con-
struction, modification and movement, and allows a dynamic agent to participate in
multiple applications and dynamically formed partnerships. With these features,
dynamic agents fit well into the dynamic E-Commerce environment.

Dynamic agents are designed as Web objects. Each agent contains or connectsto a
Web server, and has a dedicated Web page, accessed via a URL, on which is posted
information about the agent’ s state and the tasksiit is carrying.

Dynamic agents communicate using XML[5], and can dynamically load and ex-
change different ontologies and XML interpreters for tasksin different domains.



Finally, we introduce mechanisms for modeling and enacting agent cooperation
as workflow processes, and plugging in cooperating agents to execute tasks of
workflow processes. In particular, dynamic service provisioning is supported, al-
lowing workflow serversto be built on thefly.

These approaches allow us to provide a unified application carrier architecture, a
unified agent communication mechanism, unified mechanisms for data flow, control
flow, and even program flow among agents for supporting E-Commerce.

These approaches also differentiate our agent infrastructure from those that lack
dynamic modifiability of behavior [9,11] in the sense that an agent must be statically
coded and launched for doing only a fixed set of things. Our approach to providing
workflow services on the fly during multi-agent cooperation, is also unique. We
share the same view as [2,5] on the importance of XML for E-Commerce. In fact,
several agent communication languages such as FIPA[4], KQML[3], etc, have been
converted to ssimple XML form. However, our dynamic agents can exchange domain
specific ontology, and even XML interpreters, so as to participate in multiple appli-
cations, to switch domains, and to form dynamic partnerships.

The rest of this paper is organized as follows. Section 2 outlines the dynamic
agent infrastructure. Section 3 shows how to build agents as Web objects. Section 4
describes the use of XML messaging with dynamic ontology to support multi-agent
cooperation. Section 5 illustrates how to plug workflow processes into multi-agent
cooperation, and vice versa. Finally in section 6, some concluding remarks are given.

2 Dynamic Agents

To realize E-Commerce automation, agents need to have dynamic behavior while
maintaining their identity and consistent communication channels, as well as re-
taining data, knowledge and other system resources to be used across applications.

It is neither sufficient for an agent to be equipped with a fixed set of application-
specific functions, nor practical for the above capabilities to be developed from
scratch for each agent. This has motivated us to develop a dynamic-agent infra-
structure [1]. The infrastructure is Java-coded, platform-neutral, light-weight, and
extensible. Its unique feature is the support of dynamic behavior modification of
agents, and this capability differentiates it from other agent platforms and cli-
ent/server-based infrastructures.

Application-specific Actions

Interface API
Agent Services

Figure 2: Dynamic Agent as Program Carrier




A dynamic-agent has a fixed part and a changeable part (Figure 2). As its fixed
part, a dynamic-agent is provided with light-weight, built-in management facilities
for distributed communication, object storage and resource management. A dynamic
agent is capable of carrying data, knowledg, and programs as objects, and executing
the programs. The data and programs carried by a dynamic agent form its change-
able part. All newly created agents are the same; their application-specific behaviors
are gained and modified by dynamically loading Java classes representing data,
knowledge, and application programs. Thus dynamic agents are general-purpose
carriers of programs, rather than individual, application-specific programs.

The architecture of a dynamic agent is described in more detail below.

Built-in facilities. Each dynamic agent is provided with several light-weight built-in
facilities for managing messaging, data and program object storage, action activa-
tion, GUI, etc. A carried application, when started, is offered a reference to the un-
derlying built-in management facilities, and can use this reference to access the APIs
of the facilities.

A message-handler is used to handle message queues, for sending, receiving and
interpreting inter-agent messages. The interaction styles include one-way, re-
quest/reply, and publish/subscribe (selective broadcast). Message forwarding is also
supported. An action-handler is used to instantiate and execute application programs
(Java classes). One dynamic agent can carry multiple action programs. An open-
server-handler is used to provide a variety of continuous services, which can be
started and stopped flexibly at dynamic agent run-time. A resource-handler is used
to maintain an object-store for the dynamic agent; it contains application-specific
data, Java classes, and instances, including language interpreters, addresses and any-
objects (namely, instances of any class).

Applications executed within a dynamic agent use these built-in dynamic agent
management facilities to access and update application-specific data in the object-
store, and to perform inter-agent communication through messaging.

Dynamic Behavior. Enabled by corresponding messages, a dynamic agent can load
and store programs as Java classes or object instances, and can instantiate and exe-
cute the carried programs. Within these programs, built-in functions can be invoked
to access the dynamic agent's resources, activate and communicate with other actions
run on the same dynamic agent, as well as communicate with other dynamic agents
or even stand-alone programs.

M obility. Two levels of mobility are supported. A dynamic agent may be moved to
or cloned at a remote site. Programs carried by one dynamic agent may be sent to
another, to berun at thereceiving site.

Coordination. Every dynamic-agent is uniquely identified by its symbolic name.
Similar to FIPA [4], a coordinator agent is used to provide a naming service, map-
ping the name of each agent to its current socket address. The coordinator itself is a
dynamic agent, with the added distinction that it maintains the agent name registry
and, optionally, resource lists. When a dynamic agent, say A, is created, it will first
attempt to register its symbolic name and address with the coordinator by sending a
message to the coordinator. Thereafter, A can communicate with other dynamic



agents by name. When A sends a message to another dynamic agent whose address
is unknown to A, it consults the coordinator to obtain the address. If A isinstructed
to load a program but the address is not given, it consults the coordinator or the re-
guest sender to obtain the address. Each dynamic agent also keeps an address-book,
recording the addresses of those dynamic agents that have become known to it, and
are known to be alive.

In amulti-agent system, besides a naming service, other types of coordination may
be required, and these are provided either by the coordinator or by other designated
dynamic agents that provide brokering services for resources, requests and events.

Dynamic agents form a dynamic distributed computing environment for E-
Commerce. In the following sections we shall show how to take advantage of the
dynamic agent infrastructure for E-Commerce automation.

3 Agentsas Web Objects

The reach of the World Wide Web (WWW) has extended out from all varieties of
computing platforms into the domain of small appliances. Web-enabled appliances
can be monitored or interacted with remotely. We see this trend moving from hard-
ware boxes to software modules. A dynamic agent with an embedded web server can
deliver a web page to a browser on a remote computer, and this page can be used to
interact with the agent and to monitor or manage the agent remotely. The advantage
of doing so goes far beyond providing a more flexible GUI.

The main difference between treating agents as Web objects and as other Java ob-
jectsisthat each agent has a Web page, which is accessed viaa URL. This Web page
contains information about the agent itself and about the task it is doing. With this
mechanism we can build a virtual market where clients and servers are all connected
to the Web, have Web-facing representations, and are able to offer and participate in
services on the Web.

As a Web object, an agent connected to the Internet is accessible via HTTP or
XML. This typically requires that the agent embeds, or accesses, a web server. An
agent is provided with at least one web page (HTML or XML page) that provides an
interface for it to be accessed via any browser. The agent “publishes’ on that page, a
set of control, maintenance and application operations that can be accessed or in-
voked via Web browsers.

For example, an agent carrying seller functionality has a web page that shows
what it sold, for which price, to whom, and when. The control operations can be
represented on the Web page. An authorized person can adjust the price range via
the Web page.

Aswith the agents' names, the URLSs of dynamic agents are maintained by the co-
ordinator as a kind of resource in case the agents move, but the coordinator’s URL
(host + port) is left stable.

An operation request issued from a Web browser to a dynamic agent looks the
same as a traditional form request. For example, operation requests may be sent over
HTTP using the GET or POST method. In the case of a POST request, the operation



name and argument data will be sent in the body of the request. In a standard Web
request, the arguments in the URL (including the operation name and return value)
will be URL-encoded, which is a simple text encoding scheme. More complex en-
coding schemes can be used to support integration with non-Web based systems or
for the passing of private information types. Note that inter-agent communication
using messages does not require the involvement of a Web server. Interaction with
an agent via a Web browser can easily interface to agent communication messaging
facilities. For example, such afacility may be configured as a programmatic gateway
supported on a Web server, which is easy to do by specifying the corresponding
MIME table.

4 Multi-agent Cooper ation with XML M essaging

Autonomous agents cooperate by sending messages and using concepts from a
domain ontology. A standard message format with meaningful structure and seman-
tics, and a mechanism for agents to exchange ontologies and message interpreters,
are key issues. The message format should be accepted not only by the agent research
community, but should be an industry standard that is likely to be adopted by infor-
mation providers.

4.1 Document-driven Agent Cooperation

The extensive markup language, XML, is fast becoming the standard for data inter-
change on the Web. We chose XML, therefore, as the primary message format for
dynamic agent communication.

In fact, an XML document is an information container for reusable and custom-
izable components, which can be used by any receiving agent. This s the foundation
for document-driven agent cooperation. By making the Web accessible to agents with
XML, the need for custom interfaces for each consumer and supplier will be eimi-
nated. Agents may use an XML format to explain their BDI, defining new performa-
tivesin terms of existing, mutually understood ones. Based on the commonly agreed
tags, agents may use different style DTDs to fit the taste of the business units they
mediate. Further, a dynamic agent can carry an XML front-end to a database for data
exchange, where both queries and answers are XML encoded.

The power of XML, the role of XML in E-Commerce, and even the use of XML
for agent communication, have been recognized. Although XML is well structured
for encoding semantically meaningful information, it must be based on the ontology.
As ontology varies from domain to domain, and may even be dynamic for dynami-
cally formed domains. A significant issue is how to exchange the semantics of do-
main models, and how to interpret messages differently in different problem do-
mains.

Generally speaking, a domain ontology provides a set of concepts, or meta-data,
that can be queried, advertised and used to control the behavior of cooperating



agents. These concepts can be marked using XML tags, and then a set of commonly
agreed tags, underlie message interpretation. The structures and the semantics of the
documents used in a particular problem domain are represented by the corresponding
DTDs and interpreters.

We use different languages, all in XML format, for different problem domains,
such as product ordering, market analysis, etc. Accordingly, we use an individual
interpreter for each language. Dynamic agents can exchange the DTDs together with
documents, and exchange the corresponding interpreters as programming objects, in
order to understand each other.

4.2 DTD based Program Generation

Since information sources are evolving, it is unlikely that we can use fixed programs
for information accessing and processing. Our solution is to let a dynamic agent
carry program tools that generate XML oriented data access and processing pro-
grams based on DTDs. A DTD (like a schema) provides a grammar that tells which
data structures can occur, and in what sequence. Such schematic information is used
to automatically generate programs for basic data access and processing, i.e. creating
classes that recognize and process different data elements according to the specifica-
tion of those elements. For example, from an XML document including tag
UNIT_PRICE, it is easy to generate a Java method “getUnitPrice”, provided that the
meanings of tags are understood, and an XML parser is appended to the JDK
classpath. The XML parser we use is the one developed by Sun Microsystems that
supports SAX (Simple API for XML) and conforms to W3C DOM (Document Ob-
ject Modd [2]).

The advantage of automatic program generation from DTDs, is allowing tasks to
be created on the fly, in order to handle the possible change of document structures.
Thus for example, when a vendor publishes a new DTD for its product data shest,
based on that DTD, an agent can generate the appropriate programs for handling the
corresponding XML documents. Agents use different programs to handle data pro-
vided by different vendors.

4.3 Ontology M odel Switching

Different application domains have different ontology models, with different agent
communication languages and language interpreters, although they are in XML
format. In a particular application domain, agents communicate using domain spe-
cific XML language constructs and interpreters.

In our implementation, a dynamic agent can participate in multiple applications.
It communicates with other agents for the business of one domain, say D,, using D,’s
language and language interpreter; for the business of another domain, say Dy, using
Dy’'s language and language interpreter. A dynamic agent can carry multiple inter-
preters. It switches application domains and ontologies by switching the DTD’s and
interpretersit uses.



Weload an interpreter, say, xml_shopping, to an agent by sending it a message:

<MESSAGE type=" LOAD” from="A" to="B" interpreter="xml.default” >

<CONTENT> <LOAD_INTERPRETER
class="da.XMLshoppinglnterpreter” url="file:host.np.com/Dmclasses’ >
xml_shopping
</LOAD_INTERPRETER> </CONTENT>

</MESSAGE>

Supporting the switching of problem domains and handling dynamic ontology, are
the key mechanisms we use to approach the dynamic requirements of E-Commerce.

5 Multi-agent Cooper ation with Plug-in Wor kflow Support

Workflow systems provide flow control for business process automation. Business
processes often involve multilevel collaborative and transactional tasks. Each task
represents a logical piece of work that contributes to a process. A task at leaf-leve is
performed by a role. A roleisfilled at run-time with a user or a program. Business
processes may be considered as a kind of multi-agent cooperation [6], in the sense
that a software agent can be used to fill a role for performing a task in a workflow,
and workflow can be used to orchestrate or control the interactions between agents.
However, many related activities in E-Commerce automation do not form synchro-
nized, traditional workflow, but require more dynamic agent cooperation. In order to
combine the strength of workflow and agent cooperation for supporting E-
Commerce, it is necessary to understand their relationship and differences.

First, workflow supports task integration with pre-defined flow control. In con-
trast, agent cooperation is more dynamic, flexible, and decentralized. Focusing on a
general goal, the task performed by agents may be dynamically selected, depending
on the run-time situation such as the results of previous tasks. For example, choosing
a purchase task depends on the results of negotiation with multiple seller agents, and
the negotiation itself is a cooperative, asynchronous multi-agent process.

Next, the role of a software agent played in E-Commerce automation should be
closer to that played by a human user (rather than a program) in the workflow con-
text. In conventional workflow, a program task has a designated execution life span,
it exists only during the execution time, and cannot receive messages before and after
that task. On the contrary, a human user has memory and knowledge, and can work
across multiple tasks and multiple business processes, even simultaneously. These
properties are required for cooperative software agents. As a smple example, a buyer
agent may simultaneoudly participate in several business partnerships with different
vendors and brokers.

Our conclusion is that agent cooperation and workflow cannot replace each other,
but may plug into each other.

Plugging M ulti-agent Cooperation into a Workflow. By this we mean that a par-

ticular part of the workflow process, such as a single task, may be accomplished by
multiple agents working cooperatively. As an example, a purchase task may include



bargain search and negotiation involving multiple agents. Such activities are handled
by autonomous agents rather than under centralized workflow control. As another
example, task reallocation among self-interested agents aimed at balancing work-
load, is also not centrally controlled. These tasks are performed through multi-agent
cooperation.

Our dynamic agent infrastructure is suitable for plugging agent cooperation into
workflow. This is because a dynamic agent is not simply a task, but a carrier of
tasks that represents steps of a business process. Compared with a normal task, a
dynamic agent is a continuous running object with persistent communication channel
and knowledge across tasks and processes. In these aspects a dynamic agent can
behave more similar to a human user than to a normal program task. This allows, for
example, an auction agent to use the above capabilities to combine requests from
multiple buyers, and to make intelligent decisions by cooperating with other agents.
From the workflow point of view, “selling items by auction” may be considered a
single task, but it actually involves multi-agent cooperation.

Plugging in Workflow to Multi-agent Cooperation. Multi-agent cooperation is
more general than workflow. However, in some cases there exists a need for
workflow support, in order to synchronize agent cooperation[6]. Particularly, the
transactional workflow features such as ACID and failure recovery, may be required.

Dynamic Wor kflow Service Provisioning. The most promising feature of plugging
workflow in agent cooperation is not launching a process to be executed by a stand-
by workflow server, but establishing workflow services on the fly.

In statically structured distributed systems, service is provided by stationary serv-
ers. Theintroduction of dynamic agents can liberate service provisioning from such a
static configuration. Given the underlying support for communication, program-flow,
action-initiation, and persistent object storage, dynamic agents can be used as the
"nuts and bolts' to integrate system components on the fly, and thus to provide serv-
ices dynamically. Consider the following scenario. Some agents watch inventory and
sales trends. Other agents watch supply chain changes. When an agent, say A, that
correlates information from multiple sources, discovers an inventory shortage, it
configures a purchase process, order_proc to order new products. This job includes
two general steps: A first downloads and sets-up a workflow engine on the fly, and
then sends it order_proc for execution. This process involves multiple tasks on re-
mote sites, performed by agents as well as human users. After the process is com-
pleted, the dynamic workflow servers may be shut down, or even removed from the
carrying dynamic agents.

6 Conclusions

E-Commerce is a dynamic, distributed, and a plug and play environment for which
we expect software agent-based technologies to become increasingly important.
However, agents with static capability are not really suitable for the highly dynamic
E-Commerce applications.



In this paper we presented our solutions for E-Commerce automation using a dy-
namic agent infrastructure. Dynamic agents are carriers of application programs,
they can be loaded with new functions, change behavior dynamically, and exchange
program objects. As a result, dynamic agents can switch roles, participate in multiple
problem solving domains, and form dynamic partnerships. With these features, we
have developed mechanisms for plugging workflow and multi-agent cooperation into
each other. In particular, we support dynamic workflow service provisioning, allow-
ing workflow servers to be built on the fly. XML is chosen as our agent communica-
tion message format. Since different problem domains have different underlying
ontology, we allow agents to communicate with domain specific languages (all in
XML format) and act using corresponding interpreters.

A very practical and significant development is to build our dynamic agents as
Web objects, which allows them to be monitored, accessed and controlled remotely in
a unified way. This mechanism represents two steps towards the virtual marketplace,
mediating physical resources with agents, and mediating agents via the Web.
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